**New Features in C# 7.0**

Here is a description of all the new language features in C# 7.0, which came out last Tuesday as part of the [Visual Studio 2017](https://blogs.msdn.microsoft.com/visualstudio/2017/03/07/announcing-visual-studio-2017-general-availability-and-more/) release.

C# 7.0 adds a number of new features and brings a focus on data consumption, code simplification and performance. Perhaps the biggest features are *tuples*, which make it easy to have multiple results, and *pattern matching* which simplifies code that is conditional on the shape of data. But there are many other features big and small. We hope that they all combine to make your code more efficient and clear, and you more happy and productive.

If you are curious about the design process that led to this feature set, you can find design notes, proposals and lots of discussion at the [C# language design GitHub site](https://github.com/dotnet/csharplang).

If this post feels familiar, it may be because a preliminary version went out last August. In the final version of C# 7.0 a few details have changed, some of them in response to great feedback on that post.

Have fun with C# 7.0, and happy hacking!

**Mads Torgersen**, C# Language PM

**Out variables**

In older versions of C#, using out parameters isn’t as fluid as we’d like. Before you can call a method with out parameters you first have to declare variables to pass to it. Since you typically aren’t initializing these variables (they are going to be overwritten by the method after all), you also cannot use var to declare them, but need to specify the full type:

|  |  |
| --- | --- |
|  | public void PrintCoordinates(Point p) |
|  | { |
|  | int x, y; // have to "predeclare" |
|  | p.GetCoordinates(out x, out y); |
|  | WriteLine($"({x}, {y})"); |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/1638472c687e4b807090e2620d43eabe/raw/f220269af39c8a5bea537e5fc5fd1ab1aa26a43e/cs7.0-PrintCoordinates-old.cs)[**cs7.0-PrintCoordinates-old.cs**](https://gist.github.com/MadsTorgersen/1638472c687e4b807090e2620d43eabe#file-cs7-0-printcoordinates-old-cs) hosted with  by [**GitHub**](https://github.com/)

In C# 7.0 we have added ***out variables***; the ability to declare a variable right at the point where it is passed as an out argument:

|  |  |
| --- | --- |
|  | public void PrintCoordinates(Point p) |
|  | { |
|  | p.GetCoordinates(out int x, out int y); |
|  | WriteLine($"({x}, {y})"); |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/66cb0fb3dfc7403e964342a324dcb5eb/raw/824e8269d22ba1b7ecb064e561839cd2dfe112aa/cs7.0-PrintCoordinates-int.cs)[**cs7.0-PrintCoordinates-int.cs**](https://gist.github.com/MadsTorgersen/66cb0fb3dfc7403e964342a324dcb5eb#file-cs7-0-printcoordinates-int-cs) hosted with  by [**GitHub**](https://github.com/)

Note that the variables are in scope in the enclosing block, so that the subsequent line can use them. Many kinds of statements do not establish their own scope, so out variables declared in them are often introduced into the enclosing scope.

Since the out variables are declared directly as arguments to out parameters, the compiler can usually tell what their type should be (unless there are conflicting overloads), so it is fine to use var instead of a type to declare them:

|  |  |
| --- | --- |
|  | p.GetCoordinates(out var x, out var y); |

[**view raw**](https://gist.github.com/MadsTorgersen/7cada58aaf8326d63d1b4cad8ad43022/raw/0efaefdc1682d57918305027da0f2938fed0a079/cs7.0-PrintCoordinates-var.cs)[**cs7.0-PrintCoordinates-var.cs**](https://gist.github.com/MadsTorgersen/7cada58aaf8326d63d1b4cad8ad43022#file-cs7-0-printcoordinates-var-cs) hosted with  by [**GitHub**](https://github.com/)

A common use of out parameters is the Try... pattern, where a boolean return value indicates success, and out parameters carry the results obtained:

|  |  |
| --- | --- |
|  | public void PrintStars(string s) |
|  | { |
|  | if (int.TryParse(s, out var i)) { WriteLine(new string('\*', i)); } |
|  | else { WriteLine("Cloudy - no stars tonight!"); } |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/72f07895ee3e351d37f23e2ff49effd6/raw/9cd5689ee1f9ec2af1c12123b189dc2a6c5be1eb/cs7.0-PrintStars-out.cs)[**cs7.0-PrintStars-out.cs**](https://gist.github.com/MadsTorgersen/72f07895ee3e351d37f23e2ff49effd6#file-cs7-0-printstars-out-cs) hosted with  by [**GitHub**](https://github.com/)

We allow "discards" as out parameters as well, in the form of a \_, to let you ignore out parameters you don’t care about:

|  |  |
| --- | --- |
|  | p.GetCoordinates(out var x, out \_); // I only care about x |

[**view raw**](https://gist.github.com/MadsTorgersen/f6c61b60a81b872140e6f4d7ca7de377/raw/18f2f3c521e98115a31b0f4d46cb87abdb97362d/cs7.0-PrintCoordinates-discard.cs)[**cs7.0-PrintCoordinates-discard.cs**](https://gist.github.com/MadsTorgersen/f6c61b60a81b872140e6f4d7ca7de377#file-cs7-0-printcoordinates-discard-cs) hosted with  by [**GitHub**](https://github.com/)

**Pattern matching**

C# 7.0 introduces the notion of ***patterns***, which, abstractly speaking, are syntactic elements that can *test* that a value has a certain "shape", and *extract* information from the value when it does.

Examples of patterns in C# 7.0 are:

* *Constant patterns* of the form c (where c is a constant expression in C#), which test that the input is equal to c
* *Type patterns* of the form T x (where T is a type and x is an identifier), which test that the input has type T, and if so, extracts the value of the input into a fresh variable x of type T
* *Var patterns* of the form var x (where x is an identifier), which always match, and simply put the value of the input into a fresh variable x with the same type as the input.

This is just the beginning – patterns are a new kind of language element in C#, and we expect to add more of them to C# in the future.

In C# 7.0 we are enhancing two existing language constructs with patterns:

* is expressions can now have a pattern on the right hand side, instead of just a type
* case clauses in switch statements can now match on patterns, not just constant values

In future versions of C# we are likely to add more places where patterns can be used.

**Is-expressions with patterns**

Here is an example of using is expressions with constant patterns and type patterns:

|  |  |
| --- | --- |
|  | public void PrintStars(object o) |
|  | { |
|  | if (o is null) return; // constant pattern "null" |
|  | if (!(o is int i)) return; // type pattern "int i" |
|  | WriteLine(new string('\*', i)); |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/3d761515f19484bbd8782934f059754b/raw/728ff1422a50bdb4618cb96a02bec92dd039f039/cs7.0-PrintStars-patterns.cs)[**cs7.0-PrintStars-patterns.cs**](https://gist.github.com/MadsTorgersen/3d761515f19484bbd8782934f059754b#file-cs7-0-printstars-patterns-cs) hosted with  by [**GitHub**](https://github.com/)

As you can see, the ***pattern variables*** – the variables introduced by a pattern – are similar to the out variables described earlier, in that they can be declared in the middle of an expression, and can be used within the nearest surrounding scope. Also like out variables, pattern variables are mutable. We often refer to out variables and pattern variables jointly as "expression variables".

Patterns and Try-methods often go well together:

|  |  |
| --- | --- |
|  | if (o is int i || (o is string s && int.TryParse(s, out i)) { /\* use i \*/ } |

[**view raw**](https://gist.github.com/MadsTorgersen/d689df22e1fa2b4a57c501ecae42366a/raw/5f2a16e08fef510460fa11e10e97bfaf07dd12a5/cs7.0-pattern-and-out.cs)[**cs7.0-pattern-and-out.cs**](https://gist.github.com/MadsTorgersen/d689df22e1fa2b4a57c501ecae42366a#file-cs7-0-pattern-and-out-cs) hosted with  by [**GitHub**](https://github.com/)

**Switch statements with patterns**

We’re generalizing the switch statement so that:

* You can switch on any type (not just primitive types)
* Patterns can be used in case clauses
* Case clauses can have additional conditions on them

Here’s a simple example:

|  |  |
| --- | --- |
|  | switch(shape) |
|  | { |
|  | case Circle c: |
|  | WriteLine($"circle with radius {c.Radius}"); |
|  | break; |
|  | case Rectangle s when (s.Length == s.Height): |
|  | WriteLine($"{s.Length} x {s.Height} square"); |
|  | break; |
|  | case Rectangle r: |
|  | WriteLine($"{r.Length} x {r.Height} rectangle"); |
|  | break; |
|  | default: |
|  | WriteLine("<unknown shape>"); |
|  | break; |
|  | case null: |
|  | throw new ArgumentNullException(nameof(shape)); |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/96742219f309ad7fff4a01bbe2952f6b/raw/78dd4fb410037cb93a52b876ff6c585292eb8d51/cs7.0-switch-shape.cs)[**cs7.0-switch-shape.cs**](https://gist.github.com/MadsTorgersen/96742219f309ad7fff4a01bbe2952f6b#file-cs7-0-switch-shape-cs) hosted with  by [**GitHub**](https://github.com/)

There are several things to note about this newly extended switch statement:

* *The order of case clauses now matters:* Just like catch clauses, the case clauses are no longer necessarily disjoint, and the first one that matches gets picked. It’s therefore important that the square case comes before the rectangle case above. Also, just like with catch clauses, the compiler will help you by flagging obvious cases that can never be reached. Before this you couldn’t ever *tell* the order of evaluation, so this is not a breaking change of behavior.
* *The default clause is always evaluated last:* Even though the null case above comes last, it will be checked before the default clause is picked. This is for compatibility with existing switch semantics. However, good practice would usually have you put the default clause at the end.
* *The null clause at the end is not unreachable:* This is because type patterns follow the example of the current is expression and do *not* match null. This ensures that null values aren’t accidentally snapped up by whichever type pattern happens to come first; you have to be more explicit about how to handle them (or leave them for the default clause).

Pattern variables introduced by a case ...: label are in scope only in the corresponding switch section.

**Tuples**

It is common to want to return more than one value from a method. The options available in older versions of C# are less than optimal:

* *Out parameters*: Use is clunky (even with the improvements described above), and they don’t work with async methods.
* System.Tuple<...>*return types*: Verbose to use and require an allocation of a tuple object.
* *Custom-built transport type for every method*: A lot of code overhead for a type whose purpose is just to temporarily group a few values.
* *Anonymous types returned through a*dynamic*return type*: High performance overhead and no static type checking.

To do better at this, C# 7.0 adds ***tuple types*** and ***tuple literals***:

|  |  |
| --- | --- |
|  | (string, string, string) LookupName(long id) // tuple return type |
|  | { |
|  | ... // retrieve first, middle and last from data storage |
|  | return (first, middle, last); // tuple literal |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/f5a672a1955cd549d24d0114ba0b537d/raw/9ecda777a8dfc71576b10fdc5860e69ad7e10ff7/cs7.0-LookupName-no-names.cs)[**cs7.0-LookupName-no-names.cs**](https://gist.github.com/MadsTorgersen/f5a672a1955cd549d24d0114ba0b537d#file-cs7-0-lookupname-no-names-cs) hosted with  by [**GitHub**](https://github.com/)

The method now effectively returns three strings, wrapped up as elements in a tuple value.

The caller of the method will receive a tuple, and can access the elements individually:

|  |  |
| --- | --- |
|  | var names = LookupName(id); |
|  | WriteLine($"found {names.Item1} {names.Item3}."); |

[**view raw**](https://gist.github.com/MadsTorgersen/e2e4713017fbdead9645a575a299d676/raw/3c09312dd2f089dcaac55e833de9a29cfad86a96/cs7.0-names-Items.cs)[**cs7.0-names-Items.cs**](https://gist.github.com/MadsTorgersen/e2e4713017fbdead9645a575a299d676#file-cs7-0-names-items-cs) hosted with  by [**GitHub**](https://github.com/)

Item1 etc. are the default names for tuple elements, and can always be used. But they aren’t very descriptive, so you can optionally add better ones:

|  |  |
| --- | --- |
|  | (string first, string middle, string last) LookupName(long id) // tuple elements have names |

[**view raw**](https://gist.github.com/MadsTorgersen/9d459fb907f32de38f094f1173be416c/raw/4786ac679faf39d3759f5ae2e6c279bc3dafcf4b/cs7.0-LookupName-names.cs)[**cs7.0-LookupName-names.cs**](https://gist.github.com/MadsTorgersen/9d459fb907f32de38f094f1173be416c#file-cs7-0-lookupname-names-cs) hosted with  by [**GitHub**](https://github.com/)

Now the recipient of that tuple have more descriptive names to work with:

|  |  |
| --- | --- |
|  | var names = LookupName(id); |
|  | WriteLine($"found {names.first} {names.last}."); |

[**view raw**](https://gist.github.com/MadsTorgersen/f13759ad9d24b7c24a91a0211fa6456f/raw/8afb688514f9935589d137b8b0a954a4879cdd7a/cs7.0-names-names.cs)[**cs7.0-names-names.cs**](https://gist.github.com/MadsTorgersen/f13759ad9d24b7c24a91a0211fa6456f#file-cs7-0-names-names-cs) hosted with  by [**GitHub**](https://github.com/)

You can also specify element names directly in tuple literals:

|  |  |
| --- | --- |
|  | return (first: first, middle: middle, last: last); // named tuple elements in a literal |

[**view raw**](https://gist.github.com/MadsTorgersen/9b82bdda7b00e92c569c1dd2a0868279/raw/10e950a22528802f482d3a7c02ad6bc4210c0ab8/cs7.0-LookupName-return-names.cs)[**cs7.0-LookupName-return-names.cs**](https://gist.github.com/MadsTorgersen/9b82bdda7b00e92c569c1dd2a0868279#file-cs7-0-lookupname-return-names-cs) hosted with  by [**GitHub**](https://github.com/)

Generally you can assign tuple types to each other regardless of the names: as long as the individual elements are assignable, tuple types convert freely to other tuple types.

Tuples are value types, and their elements are simply public, mutable fields. They have value equality, meaning that two tuples are equal (and have the same hash code) if all their elements are pairwise equal (and have the same hash code).

This makes tuples useful for many other situations beyond multiple return values. For instance, if you need a dictionary with multiple keys, use a tuple as your key and everything works out right. If you need a list with multiple values at each position, use a tuple, and searching the list etc. will work correctly.

Tuples rely on a family of underlying generic struct types called ValueTuple<...>. If you target a Framework that doesn’t yet include those types, you can instead pick them up from NuGet:

* Right-click the project in the Solution Explorer and select "Manage NuGet Packages…"
* Select the "Browse" tab and select "nuget.org" as the "Package source"
* Search for "System.ValueTuple" and install it.

**Deconstruction**

Another way to consume tuples is to *deconstruct* them. A ***deconstructing declaration*** is a syntax for splitting a tuple (or other value) into its parts and assigning those parts individually to fresh variables:

|  |  |
| --- | --- |
|  | (string first, string middle, string last) = LookupName(id1); // deconstructing declaration |
|  | WriteLine($"found {first} {last}."); |

[**view raw**](https://gist.github.com/MadsTorgersen/3a9832b6efea9da50d14ac8ba72c7307/raw/489d401233606a87a44dbbe676d0c1d8e277d8d0/cs7.0-names-deconstruct-explicit.cs)[**cs7.0-names-deconstruct-explicit.cs**](https://gist.github.com/MadsTorgersen/3a9832b6efea9da50d14ac8ba72c7307#file-cs7-0-names-deconstruct-explicit-cs) hosted with  by [**GitHub**](https://github.com/)

In a deconstructing declaration you can use var for the individual variables declared:

|  |  |
| --- | --- |
|  | (var first, var middle, var last) = LookupName(id1); // var inside |

[**view raw**](https://gist.github.com/MadsTorgersen/c7c35e5ae8914cf9a5400a68de39679d/raw/a64a2c652894192813734b7ae9dbf4077953fecc/cs7.0-names-deconstruct-vars.cs)[**cs7.0-names-deconstruct-vars.cs**](https://gist.github.com/MadsTorgersen/c7c35e5ae8914cf9a5400a68de39679d#file-cs7-0-names-deconstruct-vars-cs) hosted with  by [**GitHub**](https://github.com/)

Or even put a single var outside of the parentheses as an abbreviation:

|  |  |
| --- | --- |
|  | var (first, middle, last) = LookupName(id1); // var outside |

[**view raw**](https://gist.github.com/MadsTorgersen/e4f93995c04ff9a48928be6f89125639/raw/71411c1aa98646d3f677b9c74ef5693e4fe86257/cs7.0-names-deconstruct-single-var.cs)[**cs7.0-names-deconstruct-single-var.cs**](https://gist.github.com/MadsTorgersen/e4f93995c04ff9a48928be6f89125639#file-cs7-0-names-deconstruct-single-var-cs) hosted with  by [**GitHub**](https://github.com/)

You can also deconstruct into existing variables with a ***deconstructing assignment***:

|  |  |
| --- | --- |
|  | (first, middle, last) = LookupName(id2); // deconstructing assignment |

[**view raw**](https://gist.github.com/MadsTorgersen/95b12fd274b1bae2f1c207ac77e0d33c/raw/ede73eab658e278d9ba9e69bf6a841453fa7afa5/cs7.0-names-deconstruct-existing.cs)[**cs7.0-names-deconstruct-existing.cs**](https://gist.github.com/MadsTorgersen/95b12fd274b1bae2f1c207ac77e0d33c#file-cs7-0-names-deconstruct-existing-cs) hosted with  by [**GitHub**](https://github.com/)

Deconstruction is not just for tuples. Any type can be deconstructed, as long as it has an (instance or extension) *deconstructor method* of the form:

|  |  |
| --- | --- |
|  | public void Deconstruct(out T1 x1, ..., out Tn xn) { ... } |

[**view raw**](https://gist.github.com/MadsTorgersen/8fa5a4a6d7c016599b8a1f6046711512/raw/ef06c64756096415f80f87b178b7623a64e1221b/cs7.0-Deconstructor.cs)[**cs7.0-Deconstructor.cs**](https://gist.github.com/MadsTorgersen/8fa5a4a6d7c016599b8a1f6046711512#file-cs7-0-deconstructor-cs) hosted with  by [**GitHub**](https://github.com/)

The out parameters constitute the values that result from the deconstruction.

(Why does it use out parameters instead of returning a tuple? That is so that you can have multiple overloads for different numbers of values).

|  |  |
| --- | --- |
|  | class Point |
|  | { |
|  | public int X { get; } |
|  | public int Y { get; } |
|  |  |
|  | public Point(int x, int y) { X = x; Y = y; } |
|  | public void Deconstruct(out int x, out int y) { x = X; y = Y; } |
|  | } |
|  |  |
|  | (var myX, var myY) = GetPoint(); // calls Deconstruct(out myX, out myY); |

[**view raw**](https://gist.github.com/MadsTorgersen/57fb9bab046feec4e9593cb90c2d66c6/raw/15595563116573ba09cf481283feaf19671d375c/cs7.0-Point.cs)[**cs7.0-Point.cs**](https://gist.github.com/MadsTorgersen/57fb9bab046feec4e9593cb90c2d66c6#file-cs7-0-point-cs) hosted with  by [**GitHub**](https://github.com/)

It will be a common pattern to have constructors and deconstructors be "symmetric" in this way.

Just as for out variables, we allow "discards" in deconstruction, for things that you don’t care about:

|  |  |
| --- | --- |
|  | (var myX, \_) = GetPoint(); // I only care about myX |

[**view raw**](https://gist.github.com/MadsTorgersen/091e0d6c3e9474c59d7a9324c672f584/raw/57443c5997f3d7b27a0a301d895d2365768d5403/cs7.0-GetPoint.cs)[**cs7.0-GetPoint.cs**](https://gist.github.com/MadsTorgersen/091e0d6c3e9474c59d7a9324c672f584#file-cs7-0-getpoint-cs) hosted with  by [**GitHub**](https://github.com/)

**Local functions**

Sometimes a helper function only makes sense inside of a single method that uses it. You can now declare such functions inside other function bodies as a ***local function***:

|  |  |
| --- | --- |
|  | public int Fibonacci(int x) |
|  | { |
|  | if (x < 0) throw new ArgumentException("Less negativity please!", nameof(x)); |
|  | return Fib(x).current; |
|  |  |
|  | (int current, int previous) Fib(int i) |
|  | { |
|  | if (i == 0) return (1, 0); |
|  | var (p, pp) = Fib(i - 1); |
|  | return (p + pp, p); |
|  | } |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/28299b04f693a9fe4944fcb4cee2cb71/raw/6218d872188b0a39edeb1099cbc12f630773a519/cs7.0-Fibonacci.cs)[**cs7.0-Fibonacci.cs**](https://gist.github.com/MadsTorgersen/28299b04f693a9fe4944fcb4cee2cb71#file-cs7-0-fibonacci-cs) hosted with  by [**GitHub**](https://github.com/)

Parameters and local variables from the enclosing scope are available inside of a local function, just as they are in lambda expressions.

As an example, methods implemented as iterators commonly need a non-iterator wrapper method for eagerly checking the arguments at the time of the call. (The iterator itself doesn’t start running until MoveNext is called). Local functions are perfect for this scenario:

|  |  |
| --- | --- |
|  | public IEnumerable<T> Filter<T>(IEnumerable<T> source, Func<T, bool> filter) |
|  | { |
|  | if (source == null) throw new ArgumentNullException(nameof(source)); |
|  | if (filter == null) throw new ArgumentNullException(nameof(filter)); |
|  |  |
|  | return Iterator(); |
|  |  |
|  | IEnumerable<T> Iterator() |
|  | { |
|  | foreach (var element in source) |
|  | { |
|  | if (filter(element)) { yield return element; } |
|  | } |
|  | } |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/8ed5a5de79ca182b5fe376b83806326f/raw/37e6d3ba89c037df21dd665f94954243ced1e3c1/cs7.0-Filter.cs)[**cs7.0-Filter.cs**](https://gist.github.com/MadsTorgersen/8ed5a5de79ca182b5fe376b83806326f#file-cs7-0-filter-cs) hosted with  by [**GitHub**](https://github.com/)

If Iterator had been a private method next to Filter, it would have been available for other members to accidentally use directly (without argument checking). Also, it would have needed to take all the same arguments as Filter instead of having them just be in scope.

**Literal improvements**

C# 7.0 allows \_ to occur as a ***digit separator*** inside number literals:

|  |  |
| --- | --- |
|  | var d = 123\_456; |
|  | var x = 0xAB\_CD\_EF; |

[**view raw**](https://gist.github.com/MadsTorgersen/0d3d0ccd945d65f55b58950b68017fea/raw/356440ce098d1833f38d52b7825a4c11b1008154/cs7.0-separator.cs)[**cs7.0-separator.cs**](https://gist.github.com/MadsTorgersen/0d3d0ccd945d65f55b58950b68017fea#file-cs7-0-separator-cs) hosted with  by [**GitHub**](https://github.com/)

You can put them wherever you want between digits, to improve readability. They have no effect on the value.

Also, C# 7.0 introduces ***binary literals***, so that you can specify bit patterns directly instead of having to know hexadecimal notation by heart.

|  |  |
| --- | --- |
|  | var b = 0b1010\_1011\_1100\_1101\_1110\_1111; |

[**view raw**](https://gist.github.com/MadsTorgersen/2fce0dea5c6e3d1008eecc6123a8d5d8/raw/556ee41ffa3ee1cc17144201ec5177638c38b7bd/cs7.0-binary.cs)[**cs7.0-binary.cs**](https://gist.github.com/MadsTorgersen/2fce0dea5c6e3d1008eecc6123a8d5d8#file-cs7-0-binary-cs) hosted with  by [**GitHub**](https://github.com/)

**Ref returns and locals**

Just like you can pass things by reference (with the ref modifier) in C#, you can now *return* them by reference, and also store them by reference in local variables.

|  |  |
| --- | --- |
|  | public ref int Find(int number, int[] numbers) |
|  | { |
|  | for (int i = 0; i < numbers.Length; i++) |
|  | { |
|  | if (numbers[i] == number) |
|  | { |
|  | return ref numbers[i]; // return the storage location, not the value |
|  | } |
|  | } |
|  | throw new IndexOutOfRangeException($"{nameof(number)} not found"); |
|  | } |
|  |  |
|  | int[] array = { 1, 15, -39, 0, 7, 14, -12 }; |
|  | ref int place = ref Find(7, array); // aliases 7's place in the array |
|  | place = 9; // replaces 7 with 9 in the array |
|  | WriteLine(array[4]); // prints 9 |

[**view raw**](https://gist.github.com/MadsTorgersen/262bebd9e7f443ce473e3738f57b5de3/raw/ea2ddcb46e0c93ea9e8f0ef0a91f2ab562159beb/cs7.0-Find.cs)[**cs7.0-Find.cs**](https://gist.github.com/MadsTorgersen/262bebd9e7f443ce473e3738f57b5de3#file-cs7-0-find-cs) hosted with  by [**GitHub**](https://github.com/)

This is useful for passing around placeholders into big data structures. For instance, a game might hold its data in a big preallocated array of structs (to avoid garbage collection pauses). Methods can now return a reference directly to such a struct, through which the caller can read and modify it.

There are some restrictions to ensure that this is safe:

* You can only return refs that are "safe to return": Ones that were passed to you, and ones that point into fields in objects.
* Ref locals are initialized to a certain storage location, and cannot be mutated to point to another.

**Generalized async return types**

Up until now, async methods in C# must either return void, Task or Task<T>. C# 7.0 allows other types to be defined in such a way that they can be returned from an async method.

For instance we now have a ValueTask<T> struct type. It is built to prevent the allocation of a Task<T> object in cases where the result of the async operation is already available at the time of awaiting. For many async scenarios where buffering is involved for example, this can drastically reduce the number of allocations and lead to significant performance gains.

There are many other ways that you can imagine custom "task-like" types being useful. It won’t be straightforward to create them correctly, so we don’t expect most people to roll their own, but it is likely that they will start to show up in frameworks and APIs, and callers can then just return and await them the way they do Tasks today.

**More expression bodied members**

Expression bodied methods, properties etc. are a big hit in C# 6.0, but we didn’t allow them in all kinds of members. C# 7.0 adds accessors, constructors and finalizers to the list of things that can have expression bodies:

|  |  |
| --- | --- |
|  | class Person |
|  | { |
|  | private static ConcurrentDictionary<int, string> names = new ConcurrentDictionary<int, string>(); |
|  | private int id = GetId(); |
|  |  |
|  | public Person(string name) => names.TryAdd(id, name); // constructors |
|  | ~Person() => names.TryRemove(id, out \_); // finalizers |
|  | public string Name |
|  | { |
|  | get => names[id]; // getters |
|  | set => names[id] = value; // setters |
|  | } |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/1f7e748bf80e01e81a15a3d5f1cb1a60/raw/54f6a57ad1aad591e03898c5016f3dc0f59f1759/cs7.0-Person.cs)[**cs7.0-Person.cs**](https://gist.github.com/MadsTorgersen/1f7e748bf80e01e81a15a3d5f1cb1a60#file-cs7-0-person-cs) hosted with  by [**GitHub**](https://github.com/)

This is an example of a feature that was contributed by the community, not the Microsoft C# compiler team. Yay, open source!

**Throw expressions**

It is easy to throw an exception in the middle of an expression: just call a method that does it for you! But in C# 7.0 we are directly allowing throw as an expression in certain places:

|  |  |
| --- | --- |
|  | class Person |
|  | { |
|  | public string Name { get; } |
|  | public Person(string name) => Name = name ?? throw new ArgumentNullException(nameof(name)); |
|  | public string GetFirstName() |
|  | { |
|  | var parts = Name.Split(" "); |
|  | return (parts.Length > 0) ? parts[0] : throw new InvalidOperationException("No name!"); |
|  | } |
|  | public string GetLastName() => throw new NotImplementedException(); |
|  | } |

[**view raw**](https://gist.github.com/MadsTorgersen/77d4e6e62125d038facf92a52a57ab45/raw/f309e9255de61dee92467c00a6ee1799222a4519/cs7.0-Person-throw.cs)[**cs7.0-Person-throw.cs**](https://gist.github.com/MadsTorgersen/77d4e6e62125d038facf92a52a57ab45#file-cs7-0-person-throw-cs) hosted with  by [**GitHub**](https://github.com/)

**What’s New in C# 7.0**

Update (4/2017): See [**New Features in C# 7.0**](https://blogs.msdn.microsoft.com/dotnet/2017/03/09/new-features-in-c-7-0/), the update to this post.

What follows is a description of all the planned language features in C# 7.0. With the release of [Visual Studio “15” Preview 4](https://blogs.msdn.microsoft.com/visualstudio/2016/08/22/visual-studio-15-preview-4/), most of these features are coming alive. Now is a great time to take them for a spin and tell us your thoughts!

C# 7.0 adds a number of new features and brings a focus on data consumption, code simplification and performance. Perhaps the biggest features are *tuples*, which make it easy to have multiple results, and *pattern matching* which simplifies code that is conditional on the shape of data. But there are many other features big and small. We hope that they all combine to make your code more efficient and clear, and you more happy and productive.Please use the “send feedback” button at the top of the Visual Studio window to tell us if something is not working as you expect, or if you have thoughts on improvement of the features.There are still a number of things not fully working in Preview 4. In the following I have described the features as they are *intended* to work when we release the final version, and called out in notes whenever things don’t yet work as planned. I should also call out that plans change – not least as the result of the feedback we get from you! Some of these features may change or disappear by the time the final release comes out.If you are curious about the design process that led to this feature set, you can find a lot of design notes and other discussion at the [Roslyn GitHub site](https://github.com/dotnet/roslyn).

Have fun with C# 7.0, and happy hacking!

**Out variables**

Currently in C#, using out parameters isn’t as fluid as we’d like. Before you can call a method with out parameters you first have to declare variables to pass to it. Since you typically aren’t initializing these variables (they are going to be overwritten by the method after all), you also cannot use var to declare them, but need to specify the full type:

public void PrintCoordinates(Point p)

{

int x, y; // have to "predeclare"

p.GetCoordinates(out x, out y);

WriteLine($"({x}, {y})");

}

In C# 7.0 we are adding ***out variables***; the ability to declare a variable right at the point where it is passed as an out argument:

public void PrintCoordinates(Point p)

{

p.GetCoordinates(out int x, out int y);

WriteLine($"({x}, {y})");

}

Note that the variables are in scope in the enclosing block, so the subsequent line can use them. Most kinds of statements do not establish their own scope, so out variables declared in them are usually introduced into the enclosing scope.

**Note**: In Preview 4, the scope rules are more restrictive: Out variables are scoped to the statement they are declared in. Thus, the above example will not work until a later release.

Since the out variables are declared directly as arguments to out parameters, the compiler can usually tell what their type should be (unless there are conflicting overloads), so it is fine to use var instead of a type to declare them:

p.GetCoordinates(out var x, out var y);

A common use of out parameters is the Try... pattern, where a boolean return value indicates success, and out parameters carry the results obtained:

public void PrintStars(string s)

{

if (int.TryParse(s, out var i)) { WriteLine(new string('\*', i)); }

else { WriteLine("Cloudy - no stars tonight!"); }

}

***Note***: Here i is only used within the if-statement that defines it, so Preview 4 handles this fine.

We plan to allow “wildcards” as out parameters as well, in the form of a \*, to let you ignore out parameters you don’t care about:

p.GetCoordinates(out int x, out \*); // I only care about x

**Note**: It is still uncertain whether wildcards make it into C# 7.0.

**Pattern matching**

C# 7.0 introduces the notion of ***patterns***, which, abstractly speaking, are syntactic elements that can *test* that a value has a certain “shape”, and *extract* information from the value when it does.

Examples of patterns in C# 7.0 are:

* *Constant patterns* of the form c (where c is a constant expression in C#), which test that the input is equal to c
* *Type patterns* of the form T x (where T is a type and x is an identifier), which test that the input has type T, and if so, extracts the value of the input into a fresh variable x of type T
* *Var patterns* of the form var x (where x is an identifier), which always match, and simply put the value of the input into a fresh variable x with the same type as the input.

This is just the beginning – patterns are a new kind of language element in C#, and we expect to add more of them to C# in the future.

In C# 7.0 we are enhancing two existing language constructs with patterns:

* is expressions can now have a pattern on the right hand side, instead of just a type
* case clauses in switch statements can now match on patterns, not just constant values

In future versions of C# we are likely to add more places where patterns can be used.

**Is-expressions with patterns**

Here is an example of using is expressions with constant patterns and type patterns:

public void PrintStars(object o)

{

if (o is null) return; // constant pattern "null"

if (!(o is int i)) return; // type pattern "int i"

WriteLine(new string('\*', i));

}

As you can see, the ***pattern variables*** – the variables introduced by a pattern – are similar to the out variables described earlier, in that they can be declared in the middle of an expression, and can be used within the nearest surrounding scope. Also like out variables, pattern variables are mutable.

**Note**: And just like out variables, stricter scope rules apply in Preview 4.

Patterns and Try-methods often go well together:

if (o is int i || (o is string s && int.TryParse(s, out i)) { /\* use i \*/ }

**Switch statements with patterns**

We’re generalizing the switch statement so that:

* You can switch on any type (not just primitive types)
* Patterns can be used in case clauses
* Case clauses can have additional conditions on them

Here’s a simple example:

switch(shape)

{

case Circle c:

WriteLine($"circle with radius {c.Radius}");

break;

case Rectangle s when (s.Length == s.Height):

WriteLine($"{s.Length} x {s.Height} square");

break;

case Rectangle r:

WriteLine($"{r.Length} x {r.Height} rectangle");

break;

default:

WriteLine("<unknown shape>");

break;

case null:

throw new ArgumentNullException(nameof(shape));

}

There are several things to note about this newly extended switch statement:

* *The order of case clauses now matters:* Just like catch clauses, the case clauses are no longer necessarily disjoint, and the first one that matches gets picked. It’s therefore important that the square case comes before the rectangle case above. Also, just like with catch clauses, the compiler will help you by flagging obvious cases that can never be reached. Before this you couldn’t ever *tell* the order of evaluation, so this is not a breaking change of behavior.
* *The default clause is always evaluated last:* Even though the null case above comes last, it will be checked before the default clause is picked. This is for compatibility with existing switch semantics. However, good practice would usually have you put the default clause at the end.
* *The null clause at the end is not unreachable:* This is because type patterns follow the example of the current is expression and do *not* match null. This ensures that null values aren’t accidentally snapped up by whichever type pattern happens to come first; you have to be more explicit about how to handle them (or leave them for the default clause).

Pattern variables introduced by a case ...: label are in scope only in the corresponding switch section.

**Tuples**

It is common to want to return more than one value from a method. The options available today are less than optimal:

* *Out parameters*: Use is clunky (even with the improvements described above), and they don’t work with async methods.
* System.Tuple<...>*return types*: Verbose to use and require an allocation of a tuple object.
* *Custom-built transport type for every method*: A lot of code overhead for a type whose purpose is just to temporarily group a few values.
* *Anonymous types returned through a*dynamic*return type*: High performance overhead and no static type checking.

To do better at this, C# 7.0 adds ***tuple types*** and ***tuple literals***:

(string, string, string) LookupName(long id) // tuple return type

{

... // retrieve first, middle and last from data storage

return (first, middle, last); // tuple literal

}

The method now effectively returns three strings, wrapped up as elements in a tuple value.

The caller of the method will now receive a tuple, and can access the elements individually:

var names = LookupName(id);

WriteLine($"found {names.Item1} {names.Item3}.");

Item1 etc. are the default names for tuple elements, and can always be used. But they aren’t very descriptive, so you can optionally add better ones:

(string first, string middle, string last) LookupName(long id) // tuple elements have names

Now the recipient of that tuple have more descriptive names to work with:

var names = LookupName(id);

WriteLine($"found {names.first} {names.last}.");

You can also specify element names directly in tuple literals:

return (first: first, middle: middle, last: last); // named tuple elements in a literal

Generally you can assign tuple types to each other regardless of the names: as long as the individual elements are assignable, tuple types convert freely to other tuple types. There are some restrictions, especially for tuple literals, that warn or error in case of common mistakes, such as accidentally swapping the names of elements.

**Note:** These restrictions are not yet implemented in Preview 4.

Tuples are value types, and their elements are simply public, mutable fields. They have value equality, meaning that two tuples are equal (and have the same hash code) if all their elements are pairwise equal (and have the same hash code).

This makes tuples useful for many other situations beyond multiple return values. For instance, if you need a dictionary with multiple keys, use a tuple as your key and everything works out right. If you need a list with multiple values at each position, use a tuple, and searching the list etc. will work correctly.

***Note***: Tuples rely on a set of underlying types, that aren’t included in Preview 4. To make the feature work, you can easily get them via NuGet:

* Right-click the project in the Solution Explorer and select “Manage NuGet Packages…”
* Select the “Browse” tab, check “Include prerelease” and select “nuget.org” as the “Package source”
* Search for “System.ValueTuple” and install it.

**Deconstruction**

Another way to consume tuples is to *deconstruct* them. A ***deconstructing declaration*** is a syntax for splitting a tuple (or other value) into its parts and assigning those parts individually to fresh variables:

(string first, string middle, string last) = LookupName(id1); // deconstructing declaration

WriteLine($"found {first} {last}.");

In a deconstructing declaration you can use var for the individual variables declared:

(var first, var middle, var last) = LookupName(id1); // var inside

Or even put a single var outside of the parentheses as an abbreviation:

var (first, middle, last) = LookupName(id1); // var outside

You can also deconstruct into existing variables with a ***deconstructing assignment***:

(first, middle, last) = LookupName(id2); // deconstructing assignment

Deconstruction is not just for tuples. Any type can be deconstructed, as long as it has an (instance or extension) *deconstructor method* of the form:

public void Deconstruct(out T1 x1, ..., out Tn xn) { ... }

The out parameters constitute the values that result from the deconstruction.

(Why does it use out parameters instead of returning a tuple? That is so that you can have multiple overloads for different numbers of values).

class Point

{

public int X { get; }

public int Y { get; }

public Point(int x, int y) { X = x; Y = y; }

public void Deconstruct(out int x, out int y) { x = X; y = Y; }

}

(var myX, var myY) = GetPoint(); // calls Deconstruct(out myX, out myY);

It will be a common pattern to have constructors and deconstructors be “symmetric” in this way.

As for out variables, we plan to allow “wildcards” in deconstruction, for things that you don’t care about:

(var myX, \*) = GetPoint(); // I only care about myX

**Note**: It is still uncertain whether wildcards make it into C# 7.0.

**Local functions**

Sometimes a helper function only makes sense inside of a single method that uses it. You can now declare such functions inside other function bodies as a ***local function***:

public int Fibonacci(int x)

{

if (x < 0) throw new ArgumentException("Less negativity please!", nameof(x));

return Fib(x).current;

(int current, int previous) Fib(int i)

{

if (i == 0) return (1, 0);

var (p, pp) = Fib(i - 1);

return (p + pp, p);

}

}

Parameters and local variables from the enclosing scope are available inside of a local function, just as they are in lambda expressions.

As an example, methods implemented as iterators commonly need a non-iterator wrapper method for eagerly checking the arguments at the time of the call. (The iterator itself doesn’t start running until MoveNext is called). Local functions are perfect for this scenario:

public IEnumerable<T> Filter<T>(IEnumerable<T> source, Func<T, bool> filter)

{

if (source == null) throw new ArgumentNullException(nameof(source));

if (filter == null) throw new ArgumentNullException(nameof(filter));

return Iterator();

IEnumerable<T> Iterator()

{

foreach (var element in source)

{

if (filter(element)) { yield return element; }

}

}

}

If Iterator had been a private method next to Filter, it would have been available for other members to accidentally use directly (without argument checking). Also, it would have needed to take all the same arguments as Filter instead of having them just be in scope.

**Note**: In Preview 4, local functions must be declared before they are called. This restriction will be loosened, so that they can be called as soon as local variables they read from are definitely assigned.

**Literal improvements**

C# 7.0 allows \_ to occur as a ***digit separator*** inside number literals:

var d = 123\_456;

var x = 0xAB\_CD\_EF;

You can put them wherever you want between digits, to improve readability. They have no effect on the value.

Also, C# 7.0 introduces ***binary literals***, so that you can specify bit patterns directly instead of having to know hexadecimal notation by heart.

var b = 0b1010\_1011\_1100\_1101\_1110\_1111;

**Ref returns and locals**

Just like you can pass things by reference (with the ref modifier) in C#, you can now *return* them by reference, and also store them by reference in local variables.

public ref int Find(int number, int[] numbers)

{

for (int i = 0; i < numbers.Length; i++)

{

if (numbers[i] == number)

{

return ref numbers[i]; // return the storage location, not the value

}

}

throw new IndexOutOfRangeException($"{nameof(number)} not found");

}

int[] array = { 1, 15, -39, 0, 7, 14, -12 };

ref int place = ref Find(7, array); // aliases 7's place in the array

place = 9; // replaces 7 with 9 in the array

WriteLine(array[4]); // prints 9

This is useful for passing around placeholders into big data structures. For instance, a game might hold its data in a big preallocated array of structs (to avoid garbage collection pauses). Methods can now return a reference directly to such a struct, through which the caller can read and modify it.

There are some restrictions to ensure that this is safe:

* You can only return refs that are “safe to return”: Ones that were passed to you, and ones that point into fields in objects.
* Ref locals are initialized to a certain storage location, and cannot be mutated to point to another.

**Generalized async return types**

Up until now, async methods in C# must either return void, Task or Task<T>. C# 7.0 allows other types to be defined in such a way that they can be returned from an async method.

For instance we plan to have a ValueTask<T> struct type. It is built to prevent the allocation of a Task<T> object in cases where the result of the async operation is already available at the time of awaiting. For many async scenarios where buffering is involved for example, this can drastically reduce the number of allocations and lead to significant performance gains.

There are many other ways that you can imagine custom “task-like” types being useful. It won’t be straightforward to create them correctly, so we don’t expect most people to roll their own, but it is likely that they will start to show up in frameworks and APIs, and callers can then just return and await them the way they do Tasks today.

**Note**: Generalized async return types are not yet available in Preview 4.

**More expression bodied members**

Expression bodied methods, properties etc. are a big hit in C# 6.0, but we didn’t allow them in all kinds of members. C# 7.0 adds accessors, constructors and finalizers to the list of things that can have expression bodies:

class Person

{

private static ConcurrentDictionary<int, string> names = new ConcurrentDictionary<int, string>();

private int id = GetId();

public Person(string name) => names.TryAdd(id, name); // constructors

~Person() => names.TryRemove(id, out \*); // destructors

public string Name

{

get => names[id]; // getters

set => names[id] = value; // setters

}

}

**Note**: These additional kinds of expression-bodied members do not yet work in Preview 4.

This is an example of a feature that was contributed by the community, not the Microsoft C# compiler team. Yay, open source!

**Throw expressions**

It is easy to throw an exception in the middle of an expression: just call a method that does it for you! But in C# 7.0 we are directly allowing throw as an expression in certain places:

class Person

{

public string Name { get; }

public Person(string name) => Name = name ?? throw new ArgumentNullException(name);

public string GetFirstName()

{

var parts = Name.Split(" ");

return (parts.Length > 0) ? parts[0] : throw new InvalidOperationException("No name!");

}

public string GetLastName() => throw new NotImplementedException();

}

**Note**: Throw expressions do not yet work in Preview 4.